**A Secure Intrusion detection system against DDOS attack in Wireless Mobile Ad-hoc Network**
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**ABSTRACT**

Propose a versatile framework in which one can employ different machine learning algorithms to successfully distinguish between malware ﬁles and clean ﬁles, while aiming to minimise the number of false positives. In this paper we present the ideas behind our framework by working ﬁrstly with cascade one-sided perceptrons and secondly with cascade kernelized one-sided perceptrons. After having been successfully tested on medium-size datasets of malware and clean ﬁles, the ideas behind this framework were submitted to a scaling-up

Process that enable us to work with very large datasets of malware and clean ﬁles.

**INTRODUCTION**

In is deﬁned as software designed to inﬁltrate or damage a computer system without the owner’s in- formed consent. Malware is actually a generic deﬁnition for all kind of computer threats. A simple classiﬁcation of malware consists of ﬁle infectors and stand-alone malware. Another way of classifying malware is based on their particular action: worms, backdoors, trojans, rootkits, spyware, adware etc. Malware detection through standard, signature based methods [1] is getting more and more difﬁcult since all current malware applications tend to have multiple polymorphic layers to avoid detection or to use side mechanisms to automatically update themselves to a newer version at short periods of time in order to avoid detection by any antivirus software. For an example of dynamical ﬁle analysis for malware detection, via emulation in a virtual environment, the interested reader can see [2]. Classical methods for the detection of metamorphic viruses are described in [3]. An overview on different machine learning methods that were proposed for malware detection is given in [4]. Here we give a few references to exemplify such methods. - In [5], boosted decision trees working on n-grams are found to produce better results than both the Naive Bayes clasiﬁer and Support Vector Machines. - [6] uses automatic extraction of association rules on Windows API execution sequences to distinguish between malware and clean program ﬁles. Also using association rules, but on honeytokens of known parameters, is [7]. - In [8] Hidden Markov Models are used to detect whether a given program ﬁle is (or is not) a variant of a previous program ﬁle. To reach a similar goal, [9] employs Proﬁle Hidden Markov Models, which have been previously used with great success for sequence analysis in bioinformatics. - The capacity of neural networks to detect polymorphic malware is explored in [10]. In [11], Self-Organizing Maps are

**EXISTING SYSTEM**

In existing system, The malware ﬁles in the training dataset have been taken from the Virus Heaven collection. The test dataset contains malware ﬁles from the WildList collection and clean ﬁles from different operating systems (other ﬁles that the ones usedin the ﬁrst database). The malware collection in the training

and test datasets consists of trojans, backdoors, hacktools, rootkits, worms and other types of malware. The ﬁrst and third columns in Table II represent the percentage of those malware types from the total number of ﬁles of the training and respectively test datasets. The second column in Table II represents the corresponding percentage of malware unique combinations from the total number of unique combinations of feature values for the training dataset

**DISADVANTAGES**

* Doesn’t Efficient for handling large volume of data.
* Theoretical Limits
* Incorrect Classification Results.
* Less Prediction Accuracy.

**PROPOSED SYSTEM**

The proposed model is introduced to overcome all the disadvantages that arises in the existing system. This system will increase the accuracy of the classification results by classifying the data based on the software quality prediction dataset and others using SVM , Gradient Boosting ,Navie Bayes Random forest and decision Tree algorithms.It enhances the performance of the overall classification results.

**ADVANTAGES**

* High performance.
* Provide accurate prediction results.
* It avoid sparsity problems.
* Reduces the information Loss and the bias of the inference due to the multiple estimates.

**SYSTEM ARCHITECTURE**
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**TESTING OF PRODUCT**

**Testing of Product**

System testing is the stage of implementation, which aimed at ensuring that system works accurately and efficiently before the live operation commence. Testing is the process of executing a program with the intent of finding an error. A good test case is one that has a high probability of finding an error. A successful test is one that answers a yet undiscovered error.

Testing is vital to the success of the system.  System testing makes a logical assumption that if all parts of the system are correct, the goal will be successfully achieved.  The candidate system is subject to variety of tests-on-line response, Volume Street, recovery and security and usability test.  A series of tests are performed before the system is ready for the user acceptance testing.  Any engineered product can be tested in one of the following ways.  Knowing the specified function that a product has been designed to from, test can be conducted to demonstrate each function is fully operational.  Knowing the internal working of a product, tests can be conducted to ensure that “al gears mesh”, that is the internal operation of the product performs according to the specification and all internal components have been adequately exercised.

**UNIT TESTING**

Unit testing is the testing of each module and the integration of the overall system is done.  Unit testing becomes verification efforts on the smallest unit of software design in the module.  This is also known as ‘module testing’.  The modules of the system are tested separately.  This testing is carried out during the programming itself.  In this testing step, each model is found to be working satisfactorily as regard to the expected output from the module.  There are some validation checks for the fields.  For example, the validation check is done for verifying the data given by the user where both format and validity of the data entered is included.  It is very easy to find error and debug the system.

**INTEGRATION TESTING**

Data can be lost across an interface, one module can have an adverse effect on the other sub function, when combined, may not produce the desired major function.  Integrated testing is systematic testing that can be done with sample data.  The need for the integrated test is to find the overall system performance. There are two types of integration testing. They are:

1. Top-down integration testing.
2. Bottom-up integration testing.

**WHITE BOX TESTING**

White Box testing is a test case design method that uses the control structure of the procedural design to drive cases.  Using the white box testing methods, we derived test cases that guarantee that all independent paths within a module have been exercised at least once.

**BLACK BOX TESTING**

* Black box testing is done to find incorrect or missing function
* Interface error
* Errors in external database access
* Performance errors
* Initialization and termination errors

In ‘functional testing’, is performed to validate an application conforms to its specifications of correctly performs all its required functions. So this testing is also called ‘black box testing’.  It tests the external behaviour of the system.  Here the engineered product can be tested knowing the specified function that a product has been designed to perform, tests can be conducted to demonstrate that each function is fully operational.

**VALIDATION TESTING**

After the culmination of black box testing, software is completed assembly as a package, interfacing errors have been uncovered and corrected and final series of software validation tests begin validation testing can be defined as many, but a single definition is that validation succeeds when the software functions in a manner that can be reasonably expected by the customer.

# **USER ACCEPTANCE TESTING**

User acceptance of the system is the key factor for the success of the system.  The system under consideration is tested for user acceptance by constantly keeping in touch with prospective system at the time of developing changes whenever required.

# **OUTPUT TESTING**

After performing the validation testing, the next step is output asking the user about the format required testing of the proposed system, since no system could be useful if it does not produce the required output in the specific format.  The output displayed or generated by the system under consideration.  Here the output format is considered in two ways.  One is screen and the other is printed format.  The output format on the screen is found to be correct as the format was designed in the system phase according to the user needs.  For the hard copy also output comes out as the specified requirements by the user. Hence the output testing does not result in any connection in the system.

**System Implementation**

Implementation of software refers to the final installation of the package in its real environment, to the satisfaction of the intended users and the operation of the system. The people are not sure that the software is meant to make their job easier.

* The active user must be aware of the benefits of using the system
* Their confidence in the software built up
* Proper guidance is impaired to the user so that he is comfortable in using the application

Before going ahead and viewing the system, the user must know that for viewing the result, the server program should be running in the server. If the server object is not running on the server, the actual processes will not take place.

**User Training**

To achieve the objectives and benefits expected from the proposed system it is essential for the people who will be involved to be confident of their role in the new system. As system becomes more complex, the need for education and training is more and more important. Education is complementary to training. It brings life to formal training by explaining the background to the resources for them. Education involves creating the right atmosphere and motivating user staff. Education information can make training more interesting and more understandable.

**Training on the Application Software**

After providing the necessary basic training on the computer awareness, the users will have to be trained on the new application software. This will give the underlying philosophy of the use of the new system such as the screen flow, screen design, type of help on the screen, type of errors while entering the data, the corresponding validation check at each entry and the ways to correct the data entered. This training may be different across different user groups and across different levels of hierarchy.

**Operational Documentation**

Once the implementation plan is decided, it is essential that the user of the system is made familiar and comfortable with the environment. A documentation providing the whole operations of the system is being developed. Useful tips and guidance is given inside the application itself to the user. The system is developed user friendly so that the user can work the system from the tips given in the application itself.

**System Maintenance**

The maintenance phase of the software cycle is the time in which software performs useful work. After a system is successfully implemented, it should be maintained in a proper manner. System maintenance is an important aspect in the software development life cycle. The need for system maintenance is to make adaptable to the changes in the system environment. There may be social, technical and other environmental changes, which affect a system which is being implemented. Software product enhancements may involve providing new functional capabilities, improving user displays and mode of interaction, upgrading the performance characteristics of the system. So only thru proper system maintenance procedures, the system can be adapted to cope up with these changes. Software maintenance is of course, far more than “finding mistakes”.

**Corrective Maintenance**

The first maintenance activity occurs because it is unreasonable to assume that software testing will uncover all latent errors in a large software system. During the use of any large program, errors will occur and be reported to the developer. The process that includes the diagnosis and correction of one or more errors is called Corrective Maintenance.

**Adaptive Maintenance**

The second activity that contributes to a definition of maintenance occurs because of the rapid change that is encountered in every aspect of computing. Therefore Adaptive maintenance termed as an activity that modifies software properly with a changing environment is both necessary & common place.

**Perceptive Maintenance**

The third activity that may be applied to a definition of maintenance occurs when a software package is successful. As the software is used, recommendations for new capabilities, modifications to existing functions, and general enhancement are received from users. To satisfy requests in this category, Perceptive maintenance is performed. This activity accounts for the majority of all efforts expended on software maintenance.

**Preventive Maintenance**

The fourth maintenance activity occurs when software is changed to improve future maintainability or reliability, or to provide a better basis for future enhancements. Often called preventive maintenance, this activity is characterized by reverse engineering and re-engineering techniques.

**Types of Software Testing**

**Ad-hoc testing**

This type of software testing is very informal and unstructured and can be performed by any stakeholder with no reference to any test case or test design documents. The person performing Ad-hoc testing has a good understanding of the domain and workflows of the application to try to find defects and break the software. Ad-hoc testing is intended to find defects that were not found by existing test cases.

**Acceptance Testing**

Acceptance testing is a formal type of software testing that is performed by end user when the features have been delivered by developers. The aim of this testing is to check if the software confirms to their business needs and to the requirements provided earlier. Acceptance tests are normally documented at the beginning of the sprint (in agile) and is a means for testers and developers to work towards a common understanding and shared business domain knowledge.

**Accessibility Testing**

In accessibility testing, the aim of the testing is to determine if the contents of the website can be easily accessed by disable people. Various checks such as colour and contrast (for colour blind people), font size for visually impaired, clear and concise text that is easy to read and understand.

**Agile Testing**

Agile Testing is a type of software testing that accommodates agile software development approach and practices. In an Agile development environment, testing is an integral part of software development and is done along with coding. Agile testing allows incremental and iterative coding and testing.

**API Testing**

API testing is a type of testing that is similar to unit testing. Each of the Software APIs are tested as per API specification. API testing is mostly done by testing team unless APIs to be tested or complex and needs extensive coding. API testing requires understanding both API functionality and possessing good coding skills.

**Automated testing**

This is a testing approach that makes use of testing tools and/or programming to run the test cases using software or custom developed test utilities. Most of the automated tools provided capture and playback facility, however there are tools that require writing extensive scripting or programming to automate test cases.

**All Pairs testing**

Also known as Pair wise testing, is a black box testing approach and a testing method where in for each input is tested in pairs of inputs, which helps to test software works as expected with all possible input combinations.

**Beta Testing**

This is a formal type of software testing that is carried out by end customers before releasing or handing over software to end users. Successful completion of Beta testing means customer acceptance of the software.

**Black Box testing**

Black box testing is a software testing method where in testers are not required to know coding or internal structure of the software. Black box testing method relies on testing software with various inputs and validating results against expected output.

**Backward Compatibility Testing**

Type of software testing performed to check newer version of the software can work successfully installed over previous version of the software and newer version of the software works as fine with table structure, data structures, files that were created by previous version of the software.

**Boundary Value Testing (BVT)**

Boundary Value Testing is a testing technique that is based on concept “error aggregates at boundaries”. In this testing technique, testing is done extensively to check for defects at boundary conditions. If a field accepts value 1 to 100 then testing is done for values 0, 1, 2, 99, 100 and 101.

**Big Bang Integration testing**

This is one of the integration testing approaches, in Big Bang integration testing all or all most all of the modules are developed and then coupled together.

**Bottom up Integration testing**

Bottom up integration testing is an integration testing approach where in testing starts with smaller pieces or sub systems of the software till all the way up covering entire software system. Bottom up integration testing begins with smaller portion of the software and eventually scale up in terms of size, complexity and completeness.

**Branch Testing**

Is a white box testing method for designing test cases to test code for every branching condition? Branch testing method is applied during unit testing.

**Browser compatibility Testing**

It is one of the sub types of testing of compatibility testing performed by testing team. Browser compatibility testing is performed for web applications with combination of different browsers and operating systems.

**Compatibility testing**

Compatibility testing is one of the test types performed by testing team. Compatibility testing checks if the software can be run on different hardware, operating system, bandwidth, databases, web servers, application servers, hardware peripherals, emulators, different configuration, processor, different browsers and different versions of the browsers etc.

**Component Testing**

This type of software testing is performed by developers. Component testing is carried out after completing unit testing. Component testing involves testing a group of units as code together as a whole rather than testing individual functions, methods.

**Condition Coverage Testing**

Condition coverage testing is a testing technique used during unit testing, where in developer tests for all the condition statements like if, if else, case etc., in the code being unit tested.

**Dynamic Testing**

Testing can be performed as Static Testing and Dynamic testing, Dynamic testing is a testing approach where-in testing can be done only by executing code or software are classified as Dynamic Testing. Unit testing, Functional testing, regression testing, performance testing etc.

**Decision Coverage Testing**

Is a testing technique that is used in Unit testing, objective of decision coverage testing is to expertise and validate each and every decisions made in the code e.g. if, if else, case statements.

**End-to-end Testing**

End to end testing is performed by testing team, focus of end to end testing is to test end to end flows e.g. right from order creation till reporting or order creation till item return etc. and checking. End to end testing is usually focused mimicking real life scenarios and usage. End to end testing involves testing information flow across applications.

**Exploratory Testing**

Exploratory testing is an informal type of testing conducted to learn the software at the same time looking for errors or application behaviour that seems non-obvious. Exploratory testing is usually done by testers but can be done by other stake holders as well like Business Analysts, developers, end users etc. who are interested in learning functions of the software and at the same time looking for errors or behaviour is seems non-obvious.

**Equivalence Partitioning**

Equivalence partitioning is also known as Equivalence Class Partitioning is a software testing technique and not a type of testing by itself. Equivalence partitioning technique is used in black box and grey box testing types. Equivalence partitioning classifies test data into Equivalence classes as positive Equivalence classes and negative Equivalence classes, such classification ensures both positive and negative conditions are tested.

**Functional Testing**

Functional testing is a formal type of testing performed by testers. Functional testing focuses on testing software against design document, Use cases and requirements document. Functional testing is a black box type of testing and does not require internal working of the software unlike white box testing.

**Fuzz Testing**

Fuzz testing or fuzzing is a software testing technique that involves testing with unexpected or random inputs. Software is monitored for failures or error messages that are presented due to the input errors.

**GUI (Graphical User Interface) testing**

This type of software testing is aimed at testing the software GUI (Graphical User Interface) of the software meets the requirements as mentioned in the GUI mock-ups and Detailed designed documents. For e.g. checking the length and capacity of the input fields provided on the form, type of input field provided, e.g. some of the form fields can be displayed as dropdown box or a set of radio buttons. So GUI testing ensures GUI elements of the software are as per approved GUI mock-ups, detailed design documents and functional requirements. Most of the functional test automation tools work on GUI capture and playback capabilities. This makes script recording faster at the same time increases the effort on script maintenance.

**Glass box Testing**

Glass box testing is another name for White box testing. Glass box testing is a testing method that involves testing individual statements, functions etc., Unit testing is one of the Glass box testing methods.

**Gorilla Testing**

This type of software testing is done by software testing team, has a scary name though? Objective of Gorilla Testing is to exercise one or few functionality thoroughly or exhaustively by having multiple people test the same functionality.

**Happy Path Testing**

Also known as Golden path testing, this type of testing focuses on selective execution of tests that do not exercise the software for negative or error conditions.

**Integration Testing**

Integration testing also known as met in short, in one of the important types of software testing. Once the individual units or components are tested by developers as working then testing team will run tests that will test the connectivity among these units/component or multiple units/components. There are different approaches for Integration testing namely, Top-down integration testing, Bottom-up integration testing and a combination of these two known as Sand witch testing.

**Interface Testing**

Software provides support for one or more interfaces like “Graphical user interface”, “Command Line Interface” or “Application programming interface” to interact with its users or other software. Interfaces serves as medium for software to accept input from user and provide result. Approach for interface testing depends on the type of the interface being testing like GUI or API or CLI.

**Internationalization Testing**

Internationalization testing is a type of testing that is performed by software testing team to check the extent to which software can support Internationalization i.e., usage of different languages, different character sets, double byte characters etc., For e.g.: Gmail, is a web application that is used by people all over work with different languages, single by or multi byte character sets.

**Keyword-driven Testing**

Keyword driver testing is more of an automated software testing approach than a type of testing itself. Keyword driven testing is known as action driven testing or table driven testing.

**Load Testing**

Load testing is a type of non-functional testing; load testing is done to check the behaviour of the software under normal and over peak load conditions. Load testing is usually performed using automated testing tools. Load testing intends to find bottlenecks or issues that prevent software from performing as intended at its peak workloads.

**Localization Testing**

Localization testing a type of software testing performed by software testers, in this type of testing, software is expected to adapt to a particular locale, it should support a particular locale/language in terms of display, accepting input in that particular locale, display, font, date time, currency etc., related to a particular locale. For e.g. many web applications allow choice of locale like English, French, German or Japanese. So once locale is defined or set in the configuration of software, software is expected to work as expected with a set language/locale.

**Negative Testing**

This type of software testing approach, which calls out the “attitude to break”, these are functional and non-functional tests that are intended to break the software by entering incorrect data like incorrect date, time or string or upload binary file when text files supposed to be upload or enter huge text string for input fields etc. It is also a positive test for an error condition.

**Non-functional testing**

Software are built to fulfil functional and non-functional requirements, non-functional requirements like performance, usability, localization etc., There are many types of testing like compatibility testing, compliance testing, localization testing, usability testing, volume testing etc., that are carried out for checking non-functional requirements.

**Pair Testing**

**It** is a software testing technique that can be done by software testers, developers or Business analysts (BA). As the name suggests, two people are paired together, one to test and other to monitor and record test results. Pair testing can also be performed in combination of tester-developer, tester-business analyst or developer-business analyst combination. Combining testers and developers in pair testing helps to detect defects faster, identify root cause, fix and test the fix.

**Performance Testing**

**It** is a type of software testing and part of performance engineering that is performed to check some of the quality attributes of software like Stability, reliability, availability. Performance testing is carried out by performance engineering team. Unlike Functional testing, Performance testing is done to check non-functional requirements. Performance testing checks how well software works in anticipated and peak workloads. There are different variations or sub types of performance like load testing, stress testing, volume testing, soak testing and configuration testing.

**Penetration Testing**

**It** is a type of security testing, also known as pen test in short. Penetration testing is done to tests how secure software and its environments (Hardware, Operating system and network) are when subject to attack by an external or internal intruder. Intruder can be a human/hacker or malicious programs. Pen test uses methods to forcibly intrude (by brute force attack) or by using a weakness (vulnerability) to gain access to a software or data or hardware with an intent to expose ways to steal, manipulate or corrupt data, software files or configuration. Penetration Testing is a way of ethical hacking, an experienced Penetration tester will use the same methods and tools that a hacker would use but the intention of Penetration tester is to identify vulnerability and get them fixed before a real hacker or malicious program exploits it.

**Regression Testing**

**It** is a type of software testing that is carried out by software testers as functional regression tests and developers as Unit regression tests. Objective of regression tests are to find defects that got introduced to defect fix (is) or introduction of new feature(s). Regression tests are ideal candidate for automation.

**Retesting**

**It** is a type of retesting that is carried out by software testers as a part of defect fix verification. For e.g. a tester is verifying a defect fix and let us say that there are 3 test cases failed due to this defect. Once tester verifies defect fix as resolved, test will retest or test the same functionality again by executing the test cases that were failed earlier.

**Risk based Testing**

It is a type of software testing and a different approach towards testing a software. In Risk based testing, requirements and functionality of software to be tested are prioritized as Critical, High, Medium and low. In this approach, all critical and high priority tests are tested and them followed by Medium. Low priority or low risk functionality are tested at the end or may not base on the time available for testing.

**Smoke testing**

**It** is a type of testing that is carried out by software testers to check if the new build provided by development team is stable enough i.e., major functionality is working as expected in order to carry out further or detailed testing. Smoke testing is intended to find “show stopper” defects that can prevent testers from testing the application in detail. Smoke testing carried out for a build is also known as build verification test.

**Security Testing**

**It** is a type of software testing carried out by specialized team of software testers. Objective of security testing is to secure the software is to external or internal threats from humans and malicious programs. Security testing basically checks, how good is software’s authorization mechanism, how strong is authentication, how software maintains confidentiality of the data, how does the software maintain integrity of the data, what is the availability of the software in an event of an attack on the software by hackers and malicious programs is for Security testing requires good knowledge of application, technology, networking, security testing tools. With increasing number of web applications necessarily of security testing has increased to a greater extent.

**Sanity Testing**

**It** is a type of testing that is carried out mostly by testers and in some projects by developers as well. Sanity testing is a quick evaluation of the software, environment, network, external systems are up & running, software environment as a whole is stable enough to proceed with extensive testing. Sanity tests are narrow and most of the time sanity tests are not documented.

**Scalability Testing**

**It** is a non-functional test intended to test one of the software quality attributes i.e. “Scalability”. Scalability test is not focused on just one or few functionality of the software instead performance of software as a whole. Scalability testing is usually done by performance engineering team. Objective of scalability testing is to test the ability of the software to scale up with increased users, increased transactions, increase in database size etc., It is not necessary that software’s performance increases with increase in hardware configuration, scalability tests helps to find out how much more workload the software can support with expanding user base, transactions, data storage etc.,

**Stability Testing**

**It** is a non-functional test intended to test one of the software quality attributes i.e. “Stability”. Stability testing focuses on testing how stable software is when it is subject to loads at acceptable levels, peak loads, loads generated in spikes, with more volumes of data to be processed. Scalability testing will involve performing different types of performance tests like load testing, stress testing, spike testing, soak testing, spike testing etc…

**Static Testing** is a form of testing where in approaches like reviews, walkthroughs are employed to evaluate the correctness of the deliverable. In static testing software code is not executed instead it is reviewed for syntax, commenting, naming convention, size of the functions and methods etc. Static testing usually has check lists against which deliverables are evaluated. Static testing can be applied for requirements, designs, and test cases by using approaches like reviews or walkthroughs.

**Stress Testing** is a type of performance testing, in which software is subjected to peak loads and even to a break point to observe how the software would behave at breakpoint. Stress testing also tests the behaviour of the software with insufficient resources like CPU, Memory, Network bandwidth, Disk space etc. Stress testing enables to check some of the quality attributes like robustness and reliability.

**SYSTEM REQUIREMENTS**

**Software Requirements**

* O/S : Windows 7.
* Language : Python
* Front End : Anaconda Navigator – Spyder Notebook

**Hardware Requirements**

* System : Pentium IV 2.4 GHz
* Hard Disk : 200 GB
* Mouse : Logitech.
* Keyboard : 110 keys enhanced
* Ram : 4GB

**MODULES**

* Data Selection and Loading
* Data Preprocessing
* Splitting Dataset into Train and Test Data
* Classification
* Prediction
* Result Generation

**DATA SELECTION AND LOADING**

* Data selection is the process of determining the appropriate data type and source, as well as suitable instruments to collect data.
* Data selection precedes the actual practice of data collection and it is the process where data relevant to the analysis is decided and retrieved from the data collection.
* In this project, the Malware dataset is used for detecting Malware type prediction.

**DATA PREPROCESSING**

* The data can have many irrelevant and missing parts. To handle this part, data cleaning is done. It involves handling of missing data, noisy data etc.
* **Missing Data:**   
  This situation arises when some data is missing in the data. It can be handled in various ways.
  + - Ignore the tuples:   
      This approach is suitable only when the dataset we have is quite large and multiple values are missing within a tuple.
    - Fill the Missing values:   
      There are various ways to do this task. You can choose to fill the missing values manually, by attribute mean or the most probable value.
* **Encoding Categorical data**: That categorical data is defined as variables with a finite set of label values. That most machine learning algorithms require numerical input and output variables. That an integer and one hot encoding is used to convert categorical data to integer data.
* **Count Vectorizer:** Scikit-learn's CountVectorizer is used to convert a collection of text documents to a vector of term/token **counts**. It also enables the pre-processing of text data prior to generating the vector representation. This functionality makes it a highly flexible feature representation module for text.

**SPLITTING DATASET INTO TRAIN AND TEST DATA**

* Data splitting is the act of partitioning available data into two portions, usually for cross-validator purposes.
* One Portion of the data is used to develop a predictive model and the other to evaluate the model's performance.
* Separating data into training and testing sets is an important part of evaluating data mining models.
* Typically, when you separate a data set into a training set and testing set, most of the data is used for training, and a smaller portion of the data is used for testing.
* To train any machine learning model irrespective what type of dataset is being used you have to split the dataset into training data and testing data.

**CLASSIFICATION**

Classification is the problem of identifying to which of a set of categories, a new observation belongs to, on the basis of a training set of data containing observations and whose categories membership is known.

**Random forests** or random decision forests are an [ensemble learning](https://en.wikipedia.org/wiki/Ensemble_learning) method for [classification](https://en.wikipedia.org/wiki/Statistical_classification), [regression](https://en.wikipedia.org/wiki/Regression_analysis) and other tasks that operate by constructing a multitude of [decision trees](https://en.wikipedia.org/wiki/Decision_tree_learning) at training time and outputting the class that is the [mode](https://en.wikipedia.org/wiki/Mode_(statistics)) of the classes (classification) or mean/average prediction (regression) of the individual trees.

**Decision Trees** are a type of Supervised Machine Learning (that is you **explain** what the input is and what the corresponding output is in the training data) where the data is continuously split according to a certain parameter. An **example** of a **decision tree** can be **explained** using above binary **tree**.

The **SVM** is one of the most powerful methods in machine learning algorithms. It can find a balance between model complexity and classification ability given limited sample information. Compared to other machine learning methods, the SVM has many advantages in that it can overcome the effects of noise and work without any prior knowledge. The SVM is a non-probabilistic binary linear classifier that predicts an input to one of two classes for each given input. It optimizes the linear analysis and classification of hyperplane formation techniques.

**The NN algorithm** is mainly used for classification and regression in machine learning. To determine the category of an unknown sample, all training samples are used as representative points, the distances between the unknown sample and all training sample points are calculated, and the NN is used. The category is the sole basis for determining the unknown sample category. Because the NN algorithm is particularly sensitive to noise data, the K-nearest neighbour algorithm (KNN) is introduced. The main concept of the KNN is that when the data and tags in the training set are known, the test data are input, the characteristics of the test data are compared with the features corresponding to the training set, and the most similar K in the training set is found.

**PREDICTION**

Predictive analytics algorithms try to achieve the lowest error possible by either using “boosting” or “bagging”.

**Accuracy** − Accuracy of classifier refers to the ability of classifier. It predict the class label correctly and the accuracy of the predictor refers to how well a given predictor can guess the value of predicted attribute for a new data.

**Speed** − Refers to the computational cost in generating and using the classifier or predictor.

**Robustness** − It refers to the ability of classifier or predictor to make correct predictions from given noisy data.

**Scalability** − Scalability refers to the ability to construct the classifier or predictor efficiently; given large amount of data.

**Interpretability** − It refers to what extent the classifier or predictor understands.

**RESULT GENERATION**

The Final Result will get generated based on the overall classification and prediction. The performance of this proposed approach is evaluated using some measures like,

* Accuracy

**Accuracy** of classifier refers to the ability of classifier. It predicts the class label correctly and the accuracy of the predictor refers to how well a given predictor can guess the value of predicted attribute for a new data.

AC=

* Precision

**Precision** is defined as the number of true positives divided by the number of true positives plus the number of false positives.

Precision=

* Recall

**Recall** is the number of correct results divided by the number of results that should have been returned. In binary classification, recall is called sensitivity. It can be viewed as the probability that a relevant document is retrieved by the query.

* ROC

**ROC** curves are frequently used to show in a graphical way the connection/trade-off between clinical sensitivity and specificity for every possible cut-off for a test or a combination of tests. In addition the area under the ROC curve gives an idea about the benefit of using the test(s) in question.

* Confusion matrix

A **confusion**  **matrix** is a table that is often used to describe the performance of a classification model (or "classifier") on a set of test data for which the true values are known. The confusion matrix itself is relatively simple to understand, but the related terminology can be confusing.

**LITERATURE SURVEY**

**CHAPTER 2**

**LITERATURE REVIEW**

**2.1 Introduction:**

The DDoS attacks on the cloud computing environment are mainly application layer which sends out requests following the communication protocol which are then hard to distinguish in the network layer because their pattern matches the legitimate requests thus making the traditional defence systems not applicable. DDoS flooding attacks on cloud can be of various categories like session and request flooding attacks, slow response and asymmetric attack. All these flooding attacks generate traffic which resembles that of a legitimate user which becomes tougher for the target to distinguish between attack and legitimate traffic thus blocking the services for the legitimate user

**2.2 Review of the existing system:**

# **2.2.1 *Existing System 1:***

# **Title**: Cloud security architecture based on user authentication and symmetric key cryptographic techniques, 2020

# **Author: Abdul Raoof**

# **Technologies and Algorithm Used:**

The study is implemented on the Structure for cloud security with efficient security in communication system and AES based file encryption system. This security architecture can be easily applied on PaaS, IaaS and SaaS and one time password provides extra security in the authenticating users.

**Advantages**:

* Performance time and accuracy

**Disadvantages:**

* Training model prediction on Time is High
* It is based on Low Accuracy

# **2.2.2 *Existing System 2:***

# **Title**: Analysis and Countermeasures for Security and Privacy Issues in Cloud Computing, 2019

# **Author:** Q. P. Rana, Nitin Pandey

**Technologies and Algorithm Used:**

The cloud computing environment is adopted by a large number of organizations so the rapid transition toward the clouds has fuelled concerns about security perspective. There are numbers of risks and challenges that have emerged due to use of cloud computing. The aim of this paper is to identify security issues in cloud computing which will be helpful to both cloud service providers and users to resolve those issues. As a result, this paper will access cloud security by recognizing security requirements and attempt to present the feasible solution that can reduce these potential threats.

**Advantages**:

More effective and efficient**.**

**Disadvantages:**

Not give accurate prediction result.

# **2.2.3 *Existing System 3:***

# **Title**: Using Firefly and Genetic Metaheuristics for Anomaly Detection based on Network Flows, 2014

# **Author:** Faisal Hussain

**Technologies and Algorithm Used:**

* In this work, we proposed a Traffic monitoring is a challenging task which requires efficient ways to detect every deviation from the normal behavior on computer networks. In this paper, we present two models to detect network anomaly using flow data such as bits and packets per second based on: Firefly Algorithm and Genetic Algorithm. Both results were evaluated to measure their ability to detect network anomalies, and results were then compared. We experienced good results using data collected at the backbone of a university.

**Advantages**:

Efficiency measure and the accuracy

**Disadvantages:**

Not give accurate prediction result.

# **2.2.4 *Existing System 4:***

# **Title**: A Multiple-Layer Representation Learning Model for Network-Based Attack Detection, 2018

* **Author:** Suresh M

# **Technologies and Algorithm Used:**

* The proposed solutions are this ensures fine-grained detection of various attacks. The proposed framework has been compared with the existing deep learning models using three real datasets (a new dataset NBC, a combination of UNSW-NB15 and CICIDS2017 consisting of 101 classes).

**Advantages**:

It performs accurate classification of health state in comparison with other methods

**Disadvantages:**

It is low in efficiency.

# **2.2.5 *Existing System 5:***

# **Title**: Detecting Distributed Denial of Service Attacks Using Data Mining Techniques, 2018

# **Author:** Linga

# **Technologies and Algorithm Used:**

In this study, we DDoS (Distributed Denial of Service) attack has affected many IoT networks in recent past that has resulted in huge losses. We have proposed deep learning models and evaluated those using latest CICIDS2017 datasets for DDoS attack detection which has provided highest accuracy as 97.16% also proposed models are compared with machine learning algorithms

**Advantages**:

* The proposed solution can successfully detect network intrusions and DDOS communication with high precision**.**
* More Reliable.

**Disadvantages:**

* It is less in efficiency and not give perfect result.
* This finding is disadvantageous to the organization experiencing such attack.
* The difficulty in identifying all articles that are related to this study:

**SOFTWARE DESCRIPTION**

**Python**

Python is one of those rare languages which can claim to be both *simple* and powerful. You will find yourself pleasantly surprised to see how easy it is to concentrate on the solution to the problem rather than the syntax and structure of the language you are programming in. The official introduction to Python is Python is an easy to learn, powerful programming language. It has efficient high-level data structures and a simple but effective approach to object-oriented programming. Python's elegant syntax and dynamic typing, together with its interpreted nature, make it an ideal language for scripting and rapid application development in many areas on most platforms. I will discuss most of these features in more detail in the next section.

## **Features of Python**

### **Simple**

Python is a simple and minimalistic language. Reading a good Python program feels almost like reading English, although very strict English! This pseudo-code nature of Python is one of its greatest strengths. It allows you to concentrate on the solution to the problem rather than the language itself.

### **Easy to Learn**

As you will see, Python is extremely easy to get started with. Python has an extraordinarily simple syntax, as already mentioned.

### **Free and Open Source**

Python is an example of a FLOSS (Free/Libré and Open Source Software). In simple terms, you can freely distribute copies of this software, read its source code, make changes to it, and use pieces of it in new free programs. FLOSS is based on the concept of a community which shares knowledge. This is one of the reasons why Python is so good - it has been created and is constantly improved by a community who just want to see a better Python.

### **High-level Language**

When you write programs in Python, you never need to bother about the low-level details such as managing the memory used by your program, etc.

### **Portable**

Due to its open-source nature, Python has been ported to (i.e. changed to make it work on) many platforms. All your Python programs can work on any of these platforms without requiring any changes at all if you are careful enough to avoid any system-dependent features.

You can use Python on GNU/Linux, Windows, FreeBSD, Macintosh, Solaris, OS/2, Amiga, AROS, AS/400, BeOS, OS/390, and # -\*- coding: utf-8 -\*-

z/OS, Palm OS, QNX, VMS, Psion, Acorn RISC OS, VxWorks, PlayStation, Sharp Zaurus, Windows CE and PocketPC!

You can even use a platform like [Kivy](http://kivy.org) to create games for your computer and for iPhone, iPad, and Android.

### **Interpreted**

This requires a bit of explanation.

A program written in a compiled language like C or C++ is converted from the source language i.e. C or C++ into a language that is spoken by your computer (binary code i.e. 0s and 1s) using a compiler with various flags and options. When you run the program, the linker/loader software copies the program from hard disk to memory and starts running it.

Python, on the other hand, does not need compilation to binary. You just run the program directly from the source code. Internally, Python converts the source code into an intermediate form called byte codes and then translates this into the native language of your computer and then runs it. All this, actually, makes using Python much easier since you don't have to worry about compiling the program, making sure that the proper libraries are linked and loaded, etc. This also makes your Python programs much more portable, since you can just copy your Python program onto another computer and it just works!

### **Object Oriented**

Python supports procedure-oriented programming as well as object-oriented programming. In procedure-oriented languages, the program is built around procedures or functions which are nothing but reusable pieces of programs. In object-oriented languages, the program is built around objects which combine data and functionality. Python has a very powerful but simplistic way of doing OOP, especially when compared to big languages like C++ or Java.

### **Extensible**

If you need a critical piece of code to run very fast or want to have some piece of algorithm not to be open, you can code that part of your program in C or C++ and then use it from your Python program.

### **Embeddable**

You can embed Python within your C/C++ programs to give scripting capabilities for your program's users.

### **Extensive Libraries**

The Python Standard Library is huge indeed. It can help you do various things involving regular expressions, documentation generation, unit testing, threading, databases, web browsers, CGI, FTP, email, XML, XML-RPC, HTML, WAV files, cryptography, GUI (graphical user interfaces), and other system-dependent stuff. Remember, all this is always available wherever Python is installed. This is called the Batteries Included philosophy of Python.

Besides the standard library, there are various other high-quality libraries which you can find at the [Python Package Index](http://pypi.python.org/pypi).

**FEASIBILITY STUDY**

The feasibility study is carried out to test whether the proposed system is worth being implemented. The proposed system will be selected if it is best enough in meeting the performance requirements.

The feasibility carried out mainly in three sections namely.

**•** Economic Feasibility

• Technical Feasibility

• Behavioural Feasibility

**Economic Feasibility**

Economic analysis is the most frequently used method for evaluating effectiveness of the proposed system. More commonly known as cost benefit analysis. This procedure determines the benefits and saving that are expected from the system of the proposed system. The hardware in system department if sufficient for system development.

**Technical Feasibility**

This study centre around the system’s department hardware, software and to what extend it can support the proposed system department is having the required hardware and software there is no question of increasing the cost of implementing the proposed system. The criteria, the proposed system is technically feasible and the proposed system can be developed with the existing facility.

**Behavioural Feasibility**

People are inherently resistant to change and need sufficient amount of training, which would result in lot of expenditure for the organization. The proposed system can generate reports with day-to-day information immediately at the user’s request, instead of getting a report, which doesn’t contain much detail.

**CONCLUSION**

We reviewed several inﬂuential algorithms for malware prediction based on various machine learning techniques. Characteristics of ML techniques makes it possible to design IDS that have high prediction rates and low false positive rates while the system quickly adapts itself. We divided these algorithms into three types of ML-based classifiers: Random Forest (RF), Support vector machine(SVM), and Decision Tree (DT). Although these two algorithms share many similarities, several features of techniques, such as adaptation, high computational speed and error resilience in the face of noisy information, conform the requirement of building eﬃcient software quality prediction.

**FUTURE WORK**

In future, it is possible to provide extensions or modifications to the proposed clustering and classification algorithms using intelligent agents to achieve further increased performance. Apart from the experimented combination of data mining techniques, further combinations such as artificial intelligence, soft computing and other clustering algorithms can be used to improve the detection accuracy and to reduce the rate of false negative alarm and false positive alarm. Finally, the software quality prediction system can be extended as a software fault prevention system to enhance the performance of the system.

**CODING**

"Import Libaries "

import tensorflow as tf

import neural\_structured\_learning as nsl

import numpy as np

import pandas as pd

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import accuracy\_score

from sklearn import metrics

print("==================================================")

print("Malware Dataset")

print(" Process - Malware Attack Detection")

print("==================================================")

##1.data slection---------------------------------------------------

#def main():

dataframe=pd.read\_csv("training set.csv")

print("---------------------------------------------")

print()

print("Data Selection")

print("Samples of our input data")

print(dataframe.head(10))

print("----------------------------------------------")

print()

#2.pre processing--------------------------------------------------

#checking missing values

print("---------------------------------------------")

print()

print("Before Handling Missing Values")

print()

print(dataframe.isnull().sum())

print("----------------------------------------------")

print()

print("-----------------------------------------------")

print("After handling missing values")

print()

dataframe\_2=dataframe.fillna(0)

print(dataframe\_2.isnull().sum())

print()

print("-----------------------------------------------")

#label encoding

from sklearn import preprocessing

label\_encoder = preprocessing.LabelEncoder()

print("--------------------------------------------------")

print("Before Label Handling ")

print()

print(dataframe\_2.head(10))

print("--------------------------------------------------")

print()

#3.Data splitting---------------------------------------------------

df\_train\_y=dataframe\_2["label"]

df\_train\_X=dataframe\_2.iloc[:,:20]

from sklearn.preprocessing import LabelEncoder

number = LabelEncoder()

df\_train\_X['proto'] = number.fit\_transform(df\_train\_X['proto'].astype(str))

df\_train\_X['service'] = number.fit\_transform(df\_train\_X['service'].astype(str))

df\_train\_X['state'] = number.fit\_transform(df\_train\_X['state'].astype(str))

#df\_train\_X['attack\_cat'] = number.fit\_transform(df\_train\_X['attack\_cat'].astype(str))

print("==================================================")

print(" Preprocessing")

print("==================================================")

df\_train\_X.head(5)

x=df\_train\_X

y=df\_train\_y

##4.feature selection------------------------------------------------

##kmeans

from sklearn.datasets.samples\_generator import make\_blobs

from sklearn.cluster import KMeans

import matplotlib.pyplot as plt

x, y\_true = make\_blobs(n\_samples=175341, centers=4,cluster\_std=0.30, random\_state=0)

plt.scatter(x[:, 0], x[:, 1], s=20);

kmeans = KMeans(n\_clusters=3)

kmeans.fit(x)

y\_kmeans = kmeans.predict(x)

plt.scatter(x[:, 0], x[:, 1], c=y\_kmeans, s=20, cmap='viridis')

centers = kmeans.cluster\_centers\_

plt.scatter(centers[:, 0], centers[:, 1], c='black', s=200, alpha=0.5);

plt.title("k-means")

plt.show()

#---------------------------------------------------------------------------------------

import scipy.cluster.hierarchy

from pyxdameraulevenshtein import damerau\_levenshtein\_distance

def cluster\_ngrams(ngrams, compute\_distance, max\_dist, method):

indices = np.triu\_indices(len(ngrams), 1)

pairwise\_dists = np.apply\_along\_axis(

lambda col: compute\_distance(ngrams[col[0]], ngrams[col[1]]),

0, indices)

hierarchy = scipy.cluster.hierarchy.linkage(pairwise\_dists, method=method)

clusters = dict((i, [i]) for i in range(len(ngrams)))

for (i, iteration) in enumerate(hierarchy):

cl1, cl2, dist, num\_items = iteration

if dist > max\_dist:

break

items1 = clusters[cl1]

items2 = clusters[cl2]

del clusters[cl1]

del clusters[cl2]

clusters[len(ngrams) + i] = items1 + items2

ngram\_clusters = []

for cluster in clusters.values():

ngram\_clusters.append([ngrams[i] for i in cluster])

return ngram\_clusters

def dl\_ngram\_dist(ngram1, ngram2):

return sum(damerau\_levenshtein\_distance(w1, w2) for w1, w2 in zip(ngram1,

ngram2))

x\_train,x\_test,y\_train,y\_test = train\_test\_split(df\_train\_X,y\_kmeans,test\_size = 0.20,random\_state = 42)

x\_train,x\_test,y\_train,y\_test = train\_test\_split(df\_train\_X,y,test\_size = 0.20,random\_state = 42)

from sklearn.ensemble import RandomForestClassifier

rf= RandomForestClassifier(n\_estimators = 100)

rf.fit(x\_train, y\_train)

rf\_prediction = rf.predict(x\_test)

Result\_3=accuracy\_score(y\_test, rf\_prediction)\*100

from sklearn.metrics import confusion\_matrix

print()

print("---------------------------------------------------------------------")

print("Random Forest")

print()

print(metrics.classification\_report(y\_test,rf\_prediction))

print()

print("Random Forest Accuracy is:",Result\_3,'%')

print()

print("Confusion Matrix:")

cm2=confusion\_matrix(y\_test, rf\_prediction)

print(cm2)

print("-------------------------------------------------------")

print()

import matplotlib.pyplot as plt

import seaborn as sns

sns.heatmap(cm2, annot = True, cmap ='plasma',

linecolor ='black', linewidths = 1)

plt.show()

#---------------------------------------------------------------------------------------------

from sklearn.tree import DecisionTreeClassifier

dt = DecisionTreeClassifier(criterion = "gini", random\_state = 100,max\_depth=3, min\_samples\_leaf=5)

dt.fit(x\_train, y\_train)

dt\_prediction=dt.predict(x\_test)

print()

print("---------------------------------------------------------------------")

print("Decision Tree")

print()

Result\_2=accuracy\_score(y\_test, dt\_prediction)\*100

print(metrics.classification\_report(y\_test,dt\_prediction))

print()

print("DT Accuracy is:",Result\_2,'%')

print()

print("Confusion Matrix:")

from sklearn.metrics import confusion\_matrix

cm1=confusion\_matrix(y\_test, dt\_prediction)

print(cm1)

print("-------------------------------------------------------")

print()

import matplotlib.pyplot as plt

import seaborn as sns

sns.heatmap(cm1, annot = True, cmap ='plasma',

linecolor ='black', linewidths = 1)

plt.show()

#ROC graph

#------------------------------------------------------------------------------

from sklearn.metrics import classification\_report, confusion\_matrix, accuracy\_score

from sklearn.ensemble import GradientBoostingClassifier

gradient\_booster = GradientBoostingClassifier(learning\_rate=0.1)

gradient\_booster.get\_params()

gradient\_booster.fit(x\_train,y\_train)

gb\_prediction = gradient\_booster.predict(x\_test)

print(classification\_report(y\_test,gradient\_booster.predict(x\_test)))

Result\_2=accuracy\_score(y\_test, gb\_prediction)\*100

print()

print("gradient\_booster Accuracy is:",Result\_2,'%')

print()

print("Confusion Matrix:")

from sklearn.metrics import confusion\_matrix

cm1=confusion\_matrix(y\_test, dt\_prediction)

print(cm1)

print("-------------------------------------------------------")

print()

#------------------------------------------------------------------------------

"Navie Bayies "

from sklearn.naive\_bayes import GaussianNB

classifier = GaussianNB()

classifier.fit(x\_train, y\_train)

# Predicting the Test set results

y\_pred = classifier.predict(x\_test)

# Making the Confusion Matrix

from sklearn.metrics import confusion\_matrix

cm = confusion\_matrix(y\_test, y\_pred)

print("Navie Bayies Accuracy is:",Result\_2,'%')

print()

print("Confusion Matrix:")

from sklearn.metrics import confusion\_matrix

cm1=confusion\_matrix(y\_test, y\_pred)

print(cm1)

print("-------------------------------------------------------")

print()

#---------------------------------------------------------------------------------------------

"SVM Algorithm "

from sklearn.preprocessing import StandardScaler

sc\_x = StandardScaler()

x\_train = sc\_x.fit\_transform(x\_train)

x\_test = sc\_x.transform(x\_test)

from sklearn.svm import SVC

svclassifier = SVC()

svclassifier.fit(x\_train,y\_train)

y\_pred11 = svclassifier.predict(x\_test)

result = confusion\_matrix(y\_test, y\_pred11)

print("Confusion Matrix:")

print(result)

result1 = classification\_report(y\_test, y\_pred11)

print("Classification Report:",)

print (result1)

print("Accuracy:",accuracy\_score(y\_test, y\_pred11))

import seaborn as sns

fig, ax = plt.subplots(figsize=(8,6))

ax= plt.subplot()

sns.heatmap(result, annot=True, ax = ax,fmt='g'); #annot=True to annotate cells

bottom, top = ax.get\_ylim()

ax.set\_ylim(bottom + 0.5, top - 0.5)

ax.set\_xlabel('Predicted labels');ax.set\_ylabel('True labels');

ax.set\_title('Confusion Matrix');

ax.xaxis.set\_ticklabels(['Attack', 'Benign']); ax.yaxis.set\_ticklabels(['Attack', 'Benign']);

#---------------------------------------------------------------------------------

inp=int(input('Enter the Malware Type'))

if (rf\_prediction[inp] ==0 ):

print("Ransomware ")

elif (rf\_prediction[inp] ==1 ):

print("Ransomware ")

else:

print("Spyware")
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![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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) ![](data:image/png;base64,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)

![](data:image/png;base64,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)![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

**REFERENCES**

* A. A. Khan, M. H. Rehmani, and M. Reisslein, ‘‘Cognitive radio for smart grids: Survey of architectures, spectrum sensing mechanisms, and networking protocols,’’ IEEE Commun. Surveys Tuts., vol. 18, no. 1, pp. 860–898, 1st Quart., 2016.
* Y. Lin, X. Zhu, Z. Zheng, Z. Dou, and R. Zhou, ‘‘The individual identification method of wireless device based on dimensionality reduction,’’ J. Supercomput., vol. 75, no. 6, pp. 3010–3027, Jun. 2019.
* T. Liu, Y. Guan, and Y. Lin, ‘‘Research on modulation recognition with ensemble learning,’’ EURASIP J. Wireless Commun. Netw., vol. 2017, no. 1, p. 179, 2017.
* Y. Tu, Y. Lin, J. Wang, and J.-U. Kim, ‘‘Semi-supervised learning with generative adversarial networks on digital signal modulation classification,’’ Comput. Mater. Continua, vol. 55, no. 2, pp. 243–254, 2018.
* C. Shi, Z. Dou, Y. Lin, and W. Li, ‘‘Dynamic threshold-setting for RFpowered cognitive radio networks in non-Gaussian noise,’’ EURASIP J. Wireless Commun. Netw., vol. 2017, no. 1, p. 192, Nov. 2017.
* Z. Zhang, X. Guo, and Y. Lin, ‘‘Trust management method of D2D communication based on RF fingerprint identification,’’ IEEE Access, vol. 6, pp. 66082–66087, 2018.
* H. Wang, J. Li, L. Guo, Z. Dou, Y. Lin, and R. Zhou, ‘‘cFractal complexitybased feature extraction algorithm of communication signals,’’ Fractals, vol. 25, no. 4, pp. 1740008-1–1740008-3, Jun. 2017.
* J. Zhang, S. Chen, X. Mu, and L. Hanzo, ‘‘Evolutionary-algorithm-assisted joint channel estimation and turbo multiuser detection/decoding for OFDM/SDMA,’’ IEEE Trans. Veh. Technol., vol. 63, no. 3, pp. 1204–1222, Mar. 2014.
* J. Zhang, S. Chen, X. Guo, J. Shi, and L. Hanzo, ‘‘Boosting fronthaul capacity: Global optimization of power sharing for centralized radio access network,’’ IEEE Trans. Veh. Technol., vol. 68, no. 2, pp. 1916–1929, Feb. 2019.
* J. Wen, Z. Zhou, Z. Liu, M.-J. Lai, and X. Tang, ‘‘Sharp sufficient conditions for stable recovery of block sparse signals by block orthogonal matching pursuit,’’ Appl. Comput. Harmon. Anal., vol. 47, pp. 948–974, Nov. 2019.
* J. Wen and X.-W. Chang, ‘‘On the KZ reduction,’’ IEEE Trans. Inf. Theory, vol. 65, no. 3, pp. 1921–1935, Mar. 2019.
* Z. Dou, C. Shi, Y. Lin, and W. Li, ‘‘Modeling of non-gaussian colored noise and application in cr multi-sensor networks,’’ EURASIP J. Wireless Commun. Netw., vol. 2017, no. 1, p. 192, Nov. 2017.
* M. Liu, J. Zhang, Y. Lin, Z. Wu, B. Shang, and F. Gong, ‘‘Carrier frequency estimation of time-frequency overlapped MASK signals for underlay cognitive radio network,’’ IEEE Access, vol. 7, pp. 58277–58285, 2019.
* Y. Lin, Y. Li, X. Yin, and Z. Dou, ‘‘Multisensor fault diagnosis modeling based on the evidence theory,’’ IEEE Trans. Rel., vol. 67, no. 2, pp. 513–521, Jun. 2018.
* H. Wang, L. Guo, Z. Dou, and Y. Lin, ‘‘A new method of cognitive signal recognition based on hybrid information entropy and DS evidence theory,’’ Mobile Netw. Appl., vol. 23, no. 4, pp. 677–685, Aug. 2018.
* W. Wei and J. M. Mendel, ‘‘Maximum-likelihood classification for digital amplitude-phase modulations,’’ IEEE Trans. Commun., vol. 48, no. 2, pp. 189–193, Feb. 2000.
* A. Swami and B. M. Sadler, ‘‘Hierarchical digital modulation classification using cumulants,’’ IEEE Trans. Commun., vol. 48, no. 3, pp. 416–429, Mar. 2000.
* N. Mahmoudi and E. Duman, ‘‘Detecting credit card fraud by modified Fisher discriminant analysis,’’ Expert Syst. Appl., vol. 42, no. 5, pp. 2510–2516, Apr. 2015.
* L. Wu, C. Shen, and A. van den Hengel, ‘‘Deep linear discriminant analysis on Fisher networks: A hybrid architecture for person re-identification,’’ Pattern Recognit., vol. 65, pp. 238–250, May 2017.
* S. Srivastava and M. R. Gupta, ‘‘Distribution-based Bayesian minimum expected risk for discriminant analysis,’’ in Proc. IEEE Int. Symp. Inf. Theory, Jul. 2006, vol. 1, no. 1, pp. 2294–2298.